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A Lightweight Mechanism for Dynamic Secret
Sharing of Private Data by Constrained Devices

Daniel Morales, Isaac Agudo, and Javier Lopez

Abstract—Outsourced computations are essential for IoT de-
vices, but they can raise privacy issues. Privacy-preserving
technologies, such as Secure Multi-Party Computation, can be
used to delegate computations on private data from multiple
devices while disclosing nothing but the output, but they may
come at a prohibitive cost. In particular, Secret Sharing-based
Secure Multi-Party Computation requires the device to establish
n independent confidential channels for each shared message,
one channel per holder. This work proposes a new approach for
IoT devices to secretly share private data with a committee of
holders by broadcasting a single ciphertext. A straightforward
solution is Homomorphic Encryption with Decryption to Shares
from Chillotti et al., 2022, but it requires Fully Homomorphic En-
cryption and is not dynamic. Additionally, we propose Oblivious
Sharing Re-Encryption, which is a new family of protocols that
achieve this lightweight private data sharing without requiring
Fully Homomorphic Encryption, and which is also more dynamic.
We provide a concrete implementation based on NTRU encryp-
tion, together with a security proof and performance analysis.
The analysis shows that OSRE outperforms the standard setting
with n confidential channels when the device sends more than
one message.

Index Terms—Privacy, Secret Sharing, Secure Multi-Party
Computation, Internet of Things

I. INTRODUCTION

Outsourcing computation to the cloud is essential for
resource-constrained devices such as IoT. This enables cost-
effective computing instances [1] and use cases ranging from
smart buildings to intelligent transportation to smart health-
care. However, outsourcing computation can introduce new
privacy issues, especially when the devices share sensitive
data. In [2], one security consideration is encryption by things,
i.e., having each device encrypt data before uploading it to the
cloud. This method can prevent the cloud from accessing the
data and protect against data breaches. However, sending en-
crypted data using traditional mechanisms results in complex
key management. Additionally, data must be decrypted before
it can be consumed. In these scenarios, privacy-preserving
technologies have proven to be very useful because they allow
computations to be performed on confidential data.

Among these technologies to enhance privacy, Secure Multi-
Party Computation (MPC) is a family of cryptographic proto-
cols that allows a set of parties to jointly compute a function
on their private inputs without revealing anything else but
the output. Although traditional MPC is set up for direct
and interactive computation by the input owners, some works
propose MPC in a service provider setting [3]. This delegates
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the entire computation to a set of computing nodes while
ensuring the privacy of the input providers’ data.

Some works have proposed MPC as a solution for con-
strained devices. For instance, [4] proposed an architecture for
performing secure authentication using MPC in smart cities.
Similarly, [5] proposed a publicly auditable MPC solution for
privacy-preserving computations in industrial IoT.

This work focuses on general-purpose MPC protocols that
can compute almost any function on private data. These
protocols are mainly based on two technologies: Fully Ho-
momorphic Encryption (FHE) and Secret Sharing (SS)-based
MPC. FHE is better suited for cloud environments, where the
computing instance receives ciphertexts from the client and
computes on them, producing an encrypted output. However,
it struggles with settings where there are multiple input
providers, because handling decryption keys without com-
promising privacy is difficult. Typically, solutions involve
handling the keys through SS or involving the input providers
in some form of interactive MPC for decryption.
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Fig. 1: Two approaches for Secret Sharing delivery.

SS-based MPC is more flexible, and privacy is guaranteed
as long as enough parties in the set of computing nodes remain
uncorrupted. More precisely, a secret x is divided into n
different shares {xi}ni=1, one share per secret holder. Given a
corruption threshold t < n, only a valid subset of t+1 shares
can reconstruct x, and functions can be computed directly
on the shares. However, this implies a limitation: although
increasing the number of SS holders increases security, it
also implies an overload on the device when sharing private
data. More precisely, if there are n computing nodes, to
send a private value x the device must set up n independent
confidential channels and send one share of x per channel
(see Figure 1a), i.e., n ciphertexts. For a large n, this may
be unacceptable for constrained devices that periodically send
private data.
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This work focuses on the concept of allowing a constrained
device to share a secret with an MPC committee in such
a way that there is no need to send n independent values
through n independent confidential channels. This alternative
is illustrated in Figure 1b, where the device can publicly share
a single encryption from where each SS holder can retrieve
its own share. To summarize, the following research question
is formulated:

Can the dealer of a Secret Sharing scheme send a single
ciphertext that allows each holder to recover only its own
share of the original secret, and nothing else?

Applications. The proposed approach can be beneficial
in scenarios where constrained devices send SS data. For
instance, consider a group of smart metering devices that
periodically send consumption data to an MPC-based privacy-
preserving analytics platform. The platform computes statistics
on the aggregated data. By sending only one ciphertext per
measurement to the analytics platform, the smart meters can
save resources compared to establishing independent confiden-
tial channels. Another scenario is privacy-preserving anomaly
detection, where an external analysis engine searches for
matching rules on SS data packets from network devices.
Additionally, privacy-preserving drone geofencing involves
a drone periodically sending location data to a monitoring
engine that only discloses the location if the drone enters a
forbidden flying area.

Contributions. We summarize the main contributions.

• Homomorphic Encryption with Decryption-to-Shares
(HEDS) is identified as a method that enables SS of
private data by sharing a single ciphertext, thus reduc-
ing connections and communication costs. However, it
requires FHE and is not dynamic, i.e., formation of
committees must be done prior to generate the ciphertext.

• A new general procedure to SS by letting the data owner
to send a single ciphertext is proposed, named Oblivi-
ous Sharing Re-Encryption (OSRE), which is dynamic
regarding the formation of committees.

• A protocol instance of OSRE based on NTRU encryption
where a semi-honest proxy can generate the shares of
the secret obliviously, by using Additive Homomorphic
Encryption (AHE) and deliver them to a committee that is
formed after the encryption of the secret thanks to Proxy
Re-Encryption (PRE).

• An implementation of our NTRU-based OSRE protocol
and a performance evaluation.

Organization. The paper continues as follows: Section II
gathers related work on IoT private computing and efficiency
in SS. Then, Section III provides a cryptographic background.
With respect to Section IV, it introduces both the system
and security models. Section V introduces HEDS and how
it can be used to deliver shares with a single encryption,
and then Section VI introduces OSRE, our main contribution
for efficient and dynamic SS. Next, Section VII provides a
security proof, and Section VIII discusses about performance
and evaluates our implementation. Finally, Section IX presents
some conclusions and future work.

II. RELATED WORK

IoT security. As analyzed in [6] the IoT ecosystem presents
some vulnerabilities, such as data leakage or improper en-
cryption, which pose high security threats. In addition, other
privacy threats such as identification, location tracking, or
profiling, lead to critical situations. Some works address
confidentiality in IoT networks [7], but they only consider end-
to-end encryption, i.e., data must be decrypted at some point
in order to be processed. There are works, such as [8], [9],
that propose FHE for confidential smart metering aggregation.
However, [8] suggests using a gateway encryption key for all
smart meters, creating a single point of failure. In contrast, [9]
addresses the centralized decryption issue by distributing the
decryption key with HSS. Finally, [10] proposes an application
for privacy-preserving deep learning using MPC. This allows a
model to be trained with encrypted inputs provided by different
devices.

Secret Sharing efficiency. SS has been extensively studied
and we refer to [11] for a very complete survey. Regarding
communication efficiency, some lower bounds are provided
and roughly speaking, we have that the size of the share
to be sent to one holder must be at least the size of the
secret. Since this cannot be circumvented, a common approach
to achieve better performance is using Multi-Secret Sharing
Schemes (MSSS) [12], where a set of messages (m1, ...,ml)
is shared with a set of holders H by sending a single share
per holder and therefore achieving, at most, a ×l reduction
in the overall communication cost. However, this still requires
the device to establish n independent confidential channels.
Our approach overcomes this by allowing the device to use a
single connection, approach that, apart from the work in [13]
has never been addressed.

III. CRYPTOGRAPHY BACKGROUND

A. Secure Multi-Party Computation

MPC [14] is a theoretical problem where a set of parties
{Pi}ni=1, each one holding some private data x(i), wish to
jointly compute a function y = f(x(1), ..., x(n)) on their
private data without revealing anything but the output y. There
are several approaches to solve MPC using different building
blocks. In this paper, we focus on general-purpose MPC
protocols, which are mainly based on SS or FHE. We note
that the secret owners may be those involved in performing the
computation, or they may delegate it to an MPC computation
engine.

B. Secret Sharing

An SS scheme allows a dealer holding a private value x to
share it with a set of holders {Hi}ni=1, giving each Hi a secret-
share xi of x. There must exist a function x = open(x1, ..., xt)
that outputs x given a sufficient number of t ≤ n shares. Linear
SS schemes have the additional property that they can locally
apply an additively homomorphism on shares, and some of
them also allow multiplication. Additions and multiplications
are then mapped to the secret once reconstructed. The most
widely adopted SS schemes for MPC are Additive Secret
Sharing (ASS) [15] and Shamir Secret Sharing (SSS) [16].
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In ASS, the shares are computed s.t. x =
∑n

i=1 xi, with xi

randomly sampled from Fp. To reconstruct x, all the n shares
are needed. Thus, x remains private as long as no more than
t = n− 1 holders are corrupted.

In SSS, the secret is encoded in a polynomial of degree k,
more specifically a0 = x. Then, k random coefficients ai are
sampled and the polynomial is set as P (y) = a0+

∏k
i=1 aiy

i.
Then, the share for Hi is computed as xi = P (i), with i ∈ N
being Hi’s id. Note that at least k + 1 shares are needed to
reconstruct the polynomial by interpolation, thus obtaining x.

Both ASS and SSS lead straightforward to an additively
homomorphism, i.e., given shares of x and y, additive shares
of the sum can be computed locally by zi = xi+yi s.t. x+y =
z = open(z1, ..., zn). They also support multiplication, but
with additional tricks.

C. Homomorphic Encryption

An FHE [17] scheme is a public key encryption scheme
with the additional property that, given two (or more) ci-
phertexts c1 ← Encpk(m1) and c2 ← Encpk(m2), a
function can be evaluated on them. More precisely, given
c3 ← Eval(f, {c1, c2}) and m3 = Decsk(c3), it holds that
m3 = f(m1,m2). There are also relaxed and more efficient
schemes, called Partially Homomorphic Encryption (PHE),
which support only one type of operation on ciphertexts, e.g.,
addition [18] or product [19].

D. Proxy Re-Encryption

A PRE scheme [20] allows a proxy to re-encrypt a ciphertext
cA encrypted with pkA into a ciphertext cB encrypted with
pkB , thus changing who can decrypt it. To do this, the proxy
uses a re-encryption key rkA→B ← ReKeyGen(skA, skB).
There are two types of schemes regarding how they com-
pute the re-encryption key. Interactive PRE computes it from
(skA, skB), thus requiring an interactive protocol between
Alice, Bob, and the proxy in order not to reveal the secret keys
to the other parties [21]. On the other hand, non-interactive
PRE computes the key from (skA, pkB), so it can be computed
by Alice without revealing her key.

IV. SYSTEM AND SECURITY MODEL

...
xA xB xM

device A device B device M
data owner domain data consumer domain

data processing domain
MPC processor

TTP

cA cB cM

cA
cB
cM

c*A
c*B
c*M

f(xA,xB,...,xM)

Fig. 2: System model for dynamic lightweight SS delivery.

Figure 2 shows the system model, which involves a set of
constrained devices that own some private data, and a data

consumer that wants to compute some function on that data. A
naive approach without privacy would imply that the devices
send the plaintext data to the data consumer who computes
the function. In this work, we introduce a privacy-preserving
delegated model where all the data processing is done in the
encrypted domain thanks to MPC. We assume that constrained
devices periodically generate encrypted data, under their own
public key. We also aim for a dynamic model, i.e., the data
owner can choose what to do with her encrypted data after it is
generated and stored somewhere. Instead of simply retrieving
data and sending it to the data consumer, or using PRE to
delegate decryption rights, we include a Trusted Third Party
(TTP) that is able to delegate data to an MPC processor
without exposing the plaintexts, by generating new forms of
encryption from the original ciphertexts such that the MPC
committee can retrieve their secret shares and nothing else.
In the following sections we show that HEDS solves this
situation without a third party, but also without dynamism,
and that our new protocol that fulfills the general notion of
OSRE, instantiated with NTRU and PRE, allows to achieve
this scenario with dynamism and with a semi-honest proxy
instead of a TTP. We separate the device from the data owner
domain, understanding that data generation and encryption is
done inside the device, but that the owner domain can perform
additional operations. This allows to minimize the work done
by the device and therefore its resource consumption. We also
assume that ciphertexts generated by the device are stored
somewhere accesible by the TTP (or semi-honest proxy), from
where the delivery to the MPC committee can be done.

Regarding the security model, we make explicit the dis-
tinction between a TTP and a semi-honest proxy. In a naive
and general approach, a TTP could just receive m from the
device, generate the set of shares {mi}, and send each mi

to each share holder Hi in the committee. This would be an
outsourcing of the share delivery, but in this work, and more
specifically in our construction in Section VI-A, we aim at a
semi-honest proxy (that follows the protocol specification) that
is able to generate the shares without being able to see them,
in a way that each Hi can later retrieve mi. With respect to
the security of the MPC committee, our protocol is agnostic
to that, and one can assume both semi-honest or malicious
adversaries, and different target corruption thresholds.

V. LIGHTWEIGHT SHARE DELIVERY USING HEDS
An HEDS scheme [13] allows Alice to encrypt her message

m with a public key pkH , which is previously generated by
a trusted setup that relies on FHE. Each holder Hi owns a
share of the secret key skHi

s.t. skH =
∑

i skHi
. Given

the ciphertext c generated by Alice, each holder can locally
decrypt it with skHi and obtain a valid share mi of the
message, i.e., m = open(m1, ...,mn). The homomorphic
property allows anyone to compute a function on c before
decrypting its content to shares. HEDS is straightforwardly
achieved for 2-parties in [13] thanks to a property in decryption
of linear FHE schemes, and then bootstrapped to n-parties in
the setup phase thanks to FHE.

We note that HEDS implicitly enables SS delivery by a
single encryption. However, it has a main limitation: the
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committee of holders (and their key pair) must exist before the
device encrypts the message. This may be suitable for static
long-term committees, but at the expense of less security in
environments with adaptive adversaries. In addition, prior ex-
isting static committees hinder dynamism, causing the device
to encrypt all the data to be shared with a different public key
each time a different committee is selected.

An additional aspect to notice is that, for our application, it
would just suffice with Encryption with Decryption to Shares
(EDS), because the homomorphism that enables to evaluate on
ciphertexts is not needed. However, FHE is also needed for
the setup that generates the keys in HEDS, so we leave as an
open problem to analyze if EDS can be achieved by a different
strategy that also allows to achieve shorter ciphertexts.

VI. LIGHTWEIGHT SHARE DELIVERY USING OSRE

One way to alleviate the cost of FHE would be by relying
on a TTP that implements a sort of oblivious secret sharing,
somehow following the system described in Section IV. The
most simplistic approach would be to have an Additive Ho-
momorphic Encryption (AHE) scheme that is dense in the
ciphertext space1 and directly sample random ciphertexts to
build the encrypted shares, i.e.,

Enc(secret) =

n∑
i=1

randomCi =

n∑
i=1

Enc(randomPi),

from where the sum of the random shares {randomPi} is
equal to the original secret.

We now introduce OSRE as a new general procedure that
allows dynamic and efficient SS delivery to a committee, from
where we will propose a concrete scheme in Section VI-A.
OSRE is composed by three general phases:

1) Device’s data delivery. The device encrypts m using
its own long-term public key pubk and stores c ←
Encpubk(m) somewhere accessible by the proxy.

2) Oblivious sharing. The proxy retrieves c and generates
a set of new ciphertexts {c∗i = Encpubki

(mi)}, where
pubki

is a key held by the share holder Hi.
3) Share decryption. Each holder decrypts c∗i using its

secret key privki , obtaining mi.

We notice that, in the case that all keys pubki
are the same,

we are in the scenario introduced at the beginning of this
section, where ciphertexts are randomly sampled. However,
despite this approach does not require a costly setup (as it
happens in HEDS) because the holders could just agree on a
common key pair for the committee where privki

= privkj

for all i, j, it still has the problem of having to decide the
committee beforehand. Therefore, the interesting case would
be one where each pubki is different (and so is each privki )
and can be decided later on.

1We mean by dense that each random sample from the ciphertext space
is a valid ciphertext under a given key in the encryption scheme. It can be
easily verified that ElGamal encryption fulfills this.

A. Dynamic OSRE based on NTRU and PRE

In this section, we introduce a concrete scheme for OSRE
that solves the scenario in Figure 2, where an IoT device sends
a ciphertext c = EncpkD

(m) to a semi-honest proxy (instead
of a TTP) that blindly generates secret shares of m (without
learning m) and delivers them encrypted to the committee of
holders H (which comprises the MPC processor in Figure 2).
It is dynamic because H can be selected after c has been
generated by the device. For this approach, we rely on AHE
to compute the shares obliviously and PRE to let each holder
Hi being the only one capable of decrypting c∗i . Note that
density in the ciphertext space is not needed anymore. For
all the previous, NTRU encryption scheme is selected as the
candidate. For the sake of completeness, the algorithms for
NTRU-RLWE [22]–[24] with PRE are introduced below.

Key Generation. Select the following parameters: se-
curity parameter λ, ciphertext modulus q, ring dimension
N , gaussian key distribution Xk over the polynomial ring
R = Z[N ]/⟨xN + 1⟩ with distribution parameter σe, and
an empirically selected assurance measure α to minimize the
number of bits needed to represent q. The plaintext space
is M = {0, 1, ..., p − 1}N , where p ≥ 2 is the plaintext
modulus. Then, sample polynomials f ′,g ← Xk and set
f = pf ′ + 1 to satisfy f ≡ 1(mod p). Set sk := f ∈ R
and pk := pgf−1 ∈ Rq .

Encryption. Sample random polynomials s, e ← Xe, and
compute c = hs+ pe+m ∈ Rq .

Decryption. Compute b = fc ∈ Rq and output m′ =
b(mod p). Correctness holds as long as there is no wrap-
around mod q, i.e., when ||b||∞ ≤ q/2. Then, it holds that
m′ = fc = pgs+ pfe+ fm = fm = m(mod p).

Re-Encryption Key Generation. Given the source key skA
and the target key skB , the re-encryption key is computed as
rkA→B = skA · sk−1

B .
Re-Encryption. Given an NTRU ciphertext cA encrypted

with pkA, the new ciphertext is computed as cB = cA ·
rkA→B + pe′ ∈ Rq .

We first notice that a naive way to achieve OSRE with
NTRU would be for additive shares of the secret. Given c←
EncpkD

(m), the proxy can sample n−1 random shares {mi},
and then compute the last share as cn = c−EncpkD

(
∑

i mi).
It should be noticed that, while this achieves correctness, it
allows the proxy to see n− 1 shares of m.

On the other hand, a better approach can be achieved for
Shamir shares, which is properly introduced in Protocol 1.
First, the device D encrypts the message m and sends c0
to the proxy P . In this approach, for the oblivious sharing
phase, the proxy does not see any share in plaintext, but all
the coefficients {ai} of the polynomial that encodes the secret
except a0, i.e., the secret. Notice that, without knowledge of
a0, there are still |Fp| different polynomials that could be valid
candidates, and therefore the secret is kept securely hidden
from the proxy view. The proxy can construct Q(i), which
is a partial polynomial of the secret evaluated with Hi’s id,
and later achieve the exact share for Hi inside the ciphertext
space, i.e., W (i), thanks to the AHE property. Then, PRE
allows to re-encrypt each c

(W )
Hi

from pkD to pkHi
such that
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Protocol 1: Plaintext Shamir OSRE

Participants: the committee of holders H , the device D,
the data owner O, the proxy P .
Notation: ⇒ means sending data.

1) Initial data delivery
a) D: a0 = m
b) D ⇒ P : pkD, c0 ← EncpkD

(a0)

2) Oblivious Sharing
a) P : samples random {a1, ..., ak} ∈ Fp.

Then, for each holder Hi, computes Q(i) =∑k
j=1 aji

j , c
(Q)
Hi

← EncpkD
(Q(i)), and

c
(W )
Hi

= c0 + c
(Q)
Hi

= EncpkD
(W (i)), where

W (i) is Hi’s share
b) O ⇒ P :
{rkD→Hi

← ReKeyGen(skD, pkHi
)}ni=1

c) P ⇒ Hi: c′Hi
← ReEncrkD→Hi

(c
(W )
Hi

)

3) Share decryption
a) Hi: mi = DecskHi

(c′Hi
)

each encrypted share c′Hi
can be sent to each Hi.

One of the main disadvantages of OSRE against HEDS is
that communication is O(n) in the owner side because of the
re-encryption keys delivery, despite they are not delivered by
the device. However, we identify a way of reaching O(1) com-
munication for the owner, but at the expense of requiring the
encryption scheme to enable threshold decryption. It basically
requires that the committee H , instead of generating individual
key pairs (pkHi

, skHi
), generate a set of secret keys {skHi

}
and a single public key pkH . Then, each ciphertext ci will be
re-encrypted under the same key rkpkD→pkH

. The last step is
for the committee to jointly decrypt each ci such that mi is
only received by Hi. This is possible by each Hj computing a
partial decryption di,j of ci, such that mi = combine({di,j}).
Equation 1 shows that NTRU allows partial decryption when
partial secret keys are additive, i.e., f =

∑
i fi. However,

linear decryption schemes leak information about the partial
decryption keys [25], so we left as future work finding a proper
decryption algorithm.

∑
i

di(mod p) =
∑
i

fi(pgsf
−1 + pe+m)(mod p) =

= pgs+ pfe+ fm = m (1)

VII. SECURITY ANALYSIS

This section provides a security analysis of Protocol 1. We
remark that the property to be guaranteed is privacy of the
secret m with respect to a semi-honest proxy. As introduced
before, the protocol needs NTRU because it is additively ho-
momorphic and has PRE. More specifically, NTRU-RLWE has
been proven to be IND-CPA both in the original paper [22],
[23] and in its PRE version [24]. We remark that IND-CPA

in such two cases implies the standard encryption IND-CPA
game, but with the addition that the adversary can perform
homomorphic operations or re-encryptions on the ciphertext
mb, respectively, which still does not allow to distinguish if
the encrypted message was m0 or m1. In addition, IND-CCA
is not needed because our scheme assumes that the proxy has
no oracle access to decryption, i.e., decryption keys are kept
by the dealer (for m) and the share holders (for mi).

For the proof, we follow an inductive approach for the
oblivious sharing phase. We consider two parameters for the
proof, which are the threshold t and the number of parties
n, and use the notation OSRE(t, n) for an instance of OSRE
where the dealer delivers a message m using a Shamir scheme
with threshold t and n holders. To ease notation, we consider
in this proof that t is the minimum number of shares needed
to reconstruct the secret m.

First, we define OSRE(1, 1) as Protocol 1’s base case
with t = 1 and a single holder H1, where the ciphertext is
c
(1)
H1

= EncpkD
(a0), with a0 = m. The case OSRE(1, 2)

implies sending the same c(1) to both holders, where any
of them reveals m. The following case, OSRE(2, 2), needs
to increase the polynomial degree from 0 to 1, since the
degree must always be t− 1. Therefore, we can define c

(2)
H1

=

c
(1)
H1

+EncpkD
(a1 ·1), i.e., the evaluation of P (i) = a0+a1 · i,

with a1 a randomly sampled coefficient. Next, OSRE(2, 3)
computes an additional share for H3, but security is the same,
i.e., 2 shares are enough to open the secret. The general case
is presented in Equation 2 to define the ciphertext of a holder
Hi in OSRE(k, n).

c
(k)
Hi

= c
(k−1)
Hi

+ EncpkD
(ar · ik−1) (2)

Correctness holds because
∑

i Enc(ai · xi) = Enc(
∑

i ai ·
xi) is guaranteed by AHE. Regarding security, it can be
noticed that OSRE(k+1, n) can be reduced to OSRE(k, n).
In addition, OSRE(k, n) presents the same security as
OSRE(k, k), as introduced above. Therefore, any step can be
reduced to exposing the content in OSRE(1, 1), i.e., breaking
the IND-CPA assumption of the base encryption scheme.

Finally, regarding re-encryption, we recall the sequential
composition property in [26]. Since both AHE and PRE
are IND-CPA, they are easily simulatable in the stand-alone
model. This imply that they can be sequentially composed
while maintaining the security properties. Even when Protocol
1 performs n re-encryptions, one per share holder, security
under sequential composition still holds because each re-
encryption is independent of the others.

VIII. COST ANALYSIS AND COMPARISON

A. Theoretical cost analysis

This section provides a theoretical comparison of the differ-
ent schemes proposed. First, regarding asymptotic costs, these
are provided in Table I.

We notice that, despite HEDS is more efficient asymptoti-
cally, it implies larger ciphertexts because of FHE, and also
implies an initial setup to form the committee. On the other
hand, OSRE achieves dynamism by relying on a proxy (TTP



6

TABLE I: Asymptotic cost comparison

Role HEDS OSRE (Prot. 1) OSRE (Prot. 1 with thr. dec.)

Device O(1) O(1) O(1)
Owner n.a. O(n) O(1)
Proxy n.a. O(n) O(n)

Share holder O(n) O(1) O(n)

or semi-honest), which takes O(n) operations. We notice that
if using HEDS, one could assume that the underlying FHE
scheme also supports PRE, and this would add dynamism to
HEDS with a re-encryption step with O(1) cost in the owner
side. However, the encryption phase done inside the device
would still be less efficient. Therefore, assuming that we are
selecting a dynamic option that relies on a semi-honest proxy,
OSRE is more efficient for the device. Even if it implies more
computation in the proxy side, the proxy is normally assumed
to be more powerful in terms of resources than the devices.
We also notice that OSRE with threshold decryption moves
the linear term O(n) from the owner side to the share holders
committee side.

The rest of this section is intended to provide some specific
communication costs, mainly regarding ciphertext and re-
encryption key lengths. For simplicity, the energy savings
achieved by using one connection instead of n are omitted
here. First, we briefly introduce how lengths are computed for
each scheme. To ensure a fair comparison, we set the security
parameter λ = 128, and obtain the size of the parameters (see
Table II).

ECIES. This hybrid encryption scheme [27] is used to
model n confidential channels, namely standard setting (STD).
The channel establishment is based on Diffie-Hellman, hence
the device sends 510 bits (a point in the elliptic curve). For
message encryption, the recommendation is AES-128-CBC for
the ciphertext and HMAC-SHA-256 for the authentication tag
(in constrained devices), therefore 384 bits.

NTRU-SVES. The parameters are from [28]. A cipher-
text in NTRU is a polynomial with N coefficients mod q.
Therefore, one polynomial can be encoded with N⌈log2(q)⌉
bits. As for the re-encryption keys, they are computed as
rkA→B = fAf

−1
B . A secret key in NTRU has N coefficients

in ternary form, i.e., from {−1, 0, 1}. Therefore, the length of
rkA→B is 2N (2 bits per coefficient).

TFHE. A TLWE sample [29] is determined by the di-
mension d. Then, a ciphertext is defined as (a1, ..., ad, b) ∈
LWEs,σ((q/p)m) ⊆ Rd+1

q . Each element is typically encoded
with 32 bits, therefore the length of a TFHE ciphertext
is 32(d + 1) bits. Regarding re-encryption, using the FHE
implicit approach proposed in [30] we have that rkA→B =
EncpkB

(skA). Therefore, it has the length of one ciphertext.

TABLE II: Length of one ciphertext and re-encryption key
with λ = 128.

Algorithm Params Ciph. (bits) Re-Enc. key (bits)

ECIES n.a. 510 + 384 n.a.
TFHE d = 630 20192 20192

NTRU-SVES N = 439, q = 2048 4829 878

The intuition behind the comparison is learning from what n

the cost of ciphertexts in HEDS/OSRE is lighter than STD in
the data owner domain (owner and device). In addition, for the
case of OSRE from Protocol 1, even when sending {rk} grows
faster in n than STD, the intuition says that this is amortized
when sending Nc > 1 ciphertexts to the same committee.
Equation 3 represents the cases for when STD (the first term)
is more costly than OSRE/HEDS. Notice that n∗ fixes the
amount of re-encryption keys that are sent in each scheme,
which is n in OSRE, 1 in OSRE with threshold decryption, 0
in HEDS, and 1 in HEDS with PRE.

n · PK + n · csymm
len ·Nc > n∗ · rklen + casymm

len ·Nc (3)

1 10 100

20

40

60

80

100

Nc

n

OSRE = STD
OSREthr = STD

HEDS = STD
HEDS = OSRE

Fig. 3: Comparison of the minimum n needed for scheme A
to outperform scheme B (A = B), as a function of Nc.

From Equation 3, n can be obtained as a function of Nc,
and this is shown in Figure 3 for OSRE (NTRU), OSREthr

(NTRU), HEDS (TFHE), and STD (ECIES).
First, Nc = 1 is a special case because OSRE cannot

outperform STD, due to the n re-encryption keys. It also
happens that HEDS outperforms OSRE, but only for n ≥ 18,
otherwise STD is better. It is clear that the most efficient option
is OSREthr, but only for n ≥ 7, otherwise STD is still the
best.

Second, we analyze the amortized case, i.e., when the same
re-encryption key is reused for Nc ≥ 1 ciphertexts. Notice
that the area above the curve A = B means that scheme A
is more efficient than scheme B. The first conclusion is that
OSRE outperforms HEDS in most cases, but those in the area
above the curve HEDS = OSRE, i.e., when Nc is somehow
small. Next, since n varies depending of Nc, we perform an
asymptotic analysis to achieve the bounds of the different
schemes. First, OSRE = STD presents a lower bound
limNc→∞ f(Nc) = 12.58, i.e., OSRE cannot outperform STD
with n < 13. The bound for OSREthr = STD is the same,
but an upper bound instead of a lower one, which means that
OSREthr always outperforms STD with n > 13. It can be
concluded then that the benefit of OSREthr against OSRE
is presented for small Nc values. Finally, HEDS = STD
presents an upper bound limNc→∞ f(Nc) = 52.58, which
means that HEDS always outperforms STD with n > 52.
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Fig. 4: Performance evaluation based on simulations.

B. Implementation and evaluation

We have implemented and tested the OSRE protocol, relying
on two available libraries for NTRU and its PRE scheme2, in
Java. We have compared it against the STD case, which has
been implemented in Java using TLS connections.

There is an important implementation aspect first, which
is that NTRU supports homomorphic addition of plaintexts,
but these are mapped to elements inside the NTRU ring,
i.e., addition is done between polynomials. However, OSRE
needs addition inside Fp, which is the field used by SSS.
Therefore, we have implemented a special codification method
that allows to perform a single addition of two ciphertexts s.t.
they can be decoded back to the sum of integers. For that,
first notice that NTRU plaintexts M has ternary coefficients,
i.e., from {−1, 0, 1}. Then, given mb the binary representation
of m ∈ Fp, we let the coefficient of M with degree k to
encode the digit mb[k]. NTRU must guarantee a minimum
number dm0 of coefficients with values of either -1, 0, or 1,
therefore we adjust this once mb is set. What we do next is to
perform addition between the polynomials M1 and M2 inside
the ciphertext space. This emulates binary addition, but leaving
the carry to the final step, i.e., if the result (M1 +M2)[k] is
-1, that means that there is a carry in that digit. Finally, once
the result is decrypted, the carry is applied from the LSB to
the MSB. We note that, if the polynomial M to encode the
message mb is large enough, different strategies can be applied
to decide which cells to use for the message bits, therefore
adding variations on how to sparse the digits to avoid attacks
based on plaintext knowledge.

Another caveat is that the ReKeyGen algorithm of NTRU
PRE in [24] is interactive, between the data owner, the proxy,
and the committee of holders, which incurs in larger costs than
if it was non-interactive.

Finally, for evaluation, we have simulated a network sce-
nario using docker inside a Ubuntu 22.04.1 LTS virtual ma-
chine, operating on an Intel ESXi server with an 8-core CPU
(2.2 MHz) and 32 GB of RAM. Note that the intention of the
simulation is not showing realistic performance values, but a
fair comparison between OSRE and the STD case. All the
simulations have been run with 8 threads.

For a fixed Nc = 1 the result obtained is very similar to
the theoretical analysis, i.e., sending the ciphertext is O(1),

2https://github.com/nicslabdev/ntrureencrypt

but sending the re-encryption keys scales with n, the same
as in STD with independent TLS channels. However, our
scheme outperfoms STD in terms of communication when
Nc > 1, as shown in Figure 4a, where the cost for TLS
channels grows so much faster than in OSRE (notice that
axis Y is logarithmic). This happens because the re-encryption
keys are only sent once. This graph has been generated for
n = 20, but the difference is more significant for larger n
values. Finally, Figure 4b presents some running times with
different n values. It can be seen how the major latency is
introduced by the proxy, overall to derive the re-encryption
keys due to the interactivity of the ReKeyGen step. If a non-
interactive PRE were used instead, this step would be much
more efficient. However, despite this phase is not efficient, for
a large n TLS is even slower, due to the parallel management
of connections.

IX. CONCLUSIONS AND FUTURE WORK

This work presents a lightweight and dynamic solution to
let constrained devices secret sharing data by sending a single
ciphertext, hence avoiding the need of n independent con-
fidential channels. Despite this is straightforwardly achieved
by HEDS, we introduce a new general approach to achieve
protocols named OSRE, which enables more dynamism and
does not need FHE. More specifically, the committee of
holders can be selected after data has been encrypted by the
device with its own public key. Our main contribution is an
OSRE scheme for SSS, based on NTRU and PRE. In general,
OSRE outperforms HEDS, overall when the amount Nc of
ciphertexts sent is large, therefore it is suitable for settings
with periodic reports of confidential data. We have provided
theoretical bounds, an implementation, and a evaluation, which
shows that OSRE beats the STD case with TLS channels in
some settings. We leave as future work to find if HEDS can be
relaxed to EDS, and also finding a suitable secure threshold
decryption scheme for NTRU.
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