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Abstract

Due to the growing complexity of software development, developing software through systematic processes is becoming more and more important. Likewise, it is important that the development process used integrates security aspects from the first stages at the same level as other functional and non-functional requirements. In the last years, GRID technology has shown to be the most important one and it allows us to build very complex information systems with different and remarkable features (interoperability between multiple security domains, cross-domain authentication and authorization, dynamic, heterogeneous and limited mobile devices, etc). Traditionally, systems based on GRID Computing have not been developed through adequate methodologies and have not taken into account security requirements throughout their development, only offering security technical solutions at the implementation stages. This paper shows part of a development methodology that we are elaborating for the construction of information systems based on Grid Computing highly dependent on mobile devices where security plays a very important role. Specifically, in this paper, we will present the analysis phase, managed by reusable use cases through which we can define the requirements and needs of these systems obtaining an analysis model that can be used as input to the following phase of the methodology, the design phase of mobile Grid systems.

1. Introduction

The idea of developing software through systematic development processes to improve software quality is not new. Nevertheless, there are still many information systems such as the Grid Computing ones, that are not developed through methodologies adapted to their most differentiating features [1]. That is to say, generic development processes are used to develop specific systems without taking into consideration either the subjacent technological environment or the special features and particularities of these specific systems.

Additionally, the growing need for constructing secure systems, mainly due to the new vulnerabilities derived from the use of the Internet and that of the applications distributed in heterogeneous environments, encourages the scientific community to demand a clear integration of security into the development processes [2-7]. The main reason is that, traditionally, security aspects are only considered at the implementation stages causing that security solutions are not perfectly coupled with the design and the rest of requirements of the system [7, 8]. Model Driven Security [9] is a clear example of integration of software engineering and security engineering and, in some way, it offers ideas that we use in our workline. Systems based on Grid Computing are a kind of systems that have clear differentiating features where security is a very important aspect. Grids are centered on sharing resources between dynamic collections of individuals, institutions and resources in a flexible, secure and coordinated way [10]. Grid environments have special features that make them different from other systems and that we must consider throughout the whole development lifecycle. These features are, for example, user population, resources pool, and the fact that the groups of processes running on different sites are potentially large and dynamic. Also, we must consider that processes may communicate by a variety of mechanisms such as unicast or multicast, and different authentication and authorization mechanisms can be present in a single job computation, according to the local security policies of the sites involved. Finally, individual users may be associated with different local name spaces, credentials and accounts on different sites [11].
On the other hand, today, the development of wireless technology and mobile devices enables us to access the network service from anywhere at any time [12]. Mobile Grid, in relevance to both Grid and Mobile Computing, is a full inheritor of Grid with the additional feature of supporting mobile users and resources in a seamless, transparent, secure and efficient way [13-15]. Mobile Grid allows both the mobility of the users requesting access to a fixed Grid and that of the resources that are themselves part of the Grid. Both cases have their own limitations and constraints that should be handled [16].

Security has been a central issue in grid computing from the outset, and has been regarded as the most significant challenge for grid computing [17, 18]. Security over the mobile platform is more critical due to the open nature of wireless networks. In addition, security is more difficult to implement into a mobile platform due to the limitations of resources in these devices [19]. Therefore, a Grid infrastructure that supports the participation of mobile nodes will play a significant role in the development of Grid computing.

The majority of existing Grid applications have been built without a systematic development process and are based on ad-hoc developments [1, 20]. The lack of adequate development methods for this kind of systems has encouraged us to build a methodology to develop them (see Figure 1), offering a detailed guide to analyze, design and implement them. This methodology is strongly oriented to reuse and takes special care of security and the use of mobile devices in Computational Grids.

The structure of the methodology follows the classical cycle, where we can find a planning phase, a development phase including analysis, design and construction and finally a maintenance phase. However, it is specially designed for this kind of systems and considers their particular features. Further detail on activities and tasks of our methodology can be found in [33-35]. In Figure 1 we can see the definition of the methodology using SPEM (Software & Systems Process Engineering Metamodel) versión 2.0 [36].
This systematic engineering process will mainly face two great challenges: On the one hand, to establish a methodology for the secure development of Grid systems, considering the functional needs as well as the non-functional ones, especially security not only of the system to be constructed but also of the needs arising when implementing it using the Grid technology. On the other hand, the second challenge to solve is the use of mobile devices in Grid systems, with all the difficulties that constructing a Grid infrastructure that supports mobile devices entails, due to the limitations and features of these devices.

What makes this methodology different from the rest can be found in the development of its stages in which we define tasks and activities specific for mobile Grid systems where the reuse of elements (such as use cases, security use cases, reference security architecture, etc., available on the repository) is a key aspect in the development and where the Grid technological environment and mobile computing are taken into account and present in each task and activity of the methodology.

4. Grid Use Cases

The analysis stage is supported by repositories where we can find several types of elements: First of all, the elements that have been developed in earlier stages; in the second place, those that have been built at the beginning of the process and finally those that come from other executions of the process where we have obtained elements that can be reused by other applications. Reuse is adequate here thanks to the common features of applications based on Grid computing (CPU intensive, data intensive, collaborative and so on) as well as to the fact that these applications use mobile devices. Therefore, we must abstract all the common features (by analyzing the main features of Grid applications and constructing, for example, generic use case diagrams where all these common features are represented) and make them available for the methodology (through the repository) in order to be able to use, at any stage, the common elements and adapt them to our needs. This also facilitates the use of automatic tools which made the work easiest.

The analysis stage is centred on use cases where we define the behaviour, actions and interactions with those implied by the system (actors) obtaining a first approach to the needs and requirements (functional and non-functional) of the system to construct. This stage is supported by the reuse of Grid use cases stored in the repository (see Figure 2) where we obtain, of way automated, correct use cases that define a common behaviour of the Grid system that are very frequently used in the majority of use case diagrams that are built for different Grid systems. This repository is updated (adding, deleting or modifying elements) during all the life cycle of the process.

4.1. Use Cases stereotypes

To define reusable use case diagrams specific for mobile Grid systems, we need to extend the UML 2.0 metamodel and define stereotypes. A stereotype is an extension of the UML vocabulary that allows us to create new building blocks derived from the existing ones but specific for a concrete domain, in our case,
the Grid computing domain. Initially, we have defined a series of stereotypes to build our use case diagrams for Grid systems that are different from the rest of use cases in their behaviour, restrictions, associations and attributes that will be defined throughout the research. The way to use each one of them will be studied in this paper through examples while a more detailed description of the semantics of the stereotypes will be dealt with in further works.

In Figure 3, we can see the stereotypes that have been defined for mobile Grid systems. New use case stereotypes are defined; first of all, $\text{<<GridUseCase>>}$ that defines the common behaviour of Grid systems and secondly, $\text{<<MisuseCase>>}$ that defines the behaviour of threats and attacks within the system [37, 38], and $\text{<<MobileUseCase>>}$ that indicates the behaviour of the mobile devices. Furthermore, we define $\text{<<SecurityUseCase>>}$ that represents security use cases and $\text{<<GridSecurityCase>>}$ that inherits from $\text{<<SecurityCase>>}$ and $\text{<<GridUseCase>>}$ and defines security use cases for Grid environments.

![Figure 3. Stereotypes for Grid Use Cases](image)

We define the following stereotypes of actors within the Grid domain: $\text{<<GridUser>>}$ that identifies users (mobile users, administrators, virtual organizations, etc), $\text{<<GridResource>>}$ that identifies all resources forming these Grid systems (mobile devices, servers, repositories, services, domains etc), and $\text{<<Misuser>>}$ that initiates misuse cases, either intentionally or inadvertently.

At last, we define the stereotypes of relationships, inherited from the $\text{DirectedRelationship}$ and $\text{NamedElement}$ metaclasses, which define the relationships existing between all the use cases that can take part in the global diagram for mobile Grid systems. We can define four types of relationships, ($\text{<<permit>>}$, $\text{<<protect>>}$, $\text{<<mitigate>>}$ and $\text{<<threaten>>}$); all of them inheriting from $\text{<<SecureRelationship>>}$ and defining the security relationships between the different use cases defined ($\text{<<GridUseCase>>}$, $\text{<<MisuseCase>>}$, $\text{<<MobileUseCase>>}$, $\text{<<GridSecurityCase>>}$ and $\text{<<SecurityCase>>}$) that will be dealt with in the following section.

4.2. Associations between use cases

In Figure 4, we can see the associations between these new stereotypes defined for constructing use case diagrams for mobile Grid systems. The stereotype $\text{<<GridSecurityCase>>}$ inherits the relationships of $\text{<<SecurityCase>>}$ that are the relationships with $\text{<<permit>>}$, $\text{<<protect>>}$ and $\text{<<mitigate>>}$. Our purpose is that the stereotype $\text{<<GridUseCase>>}$ and $\text{<<MobileUseCase>>}$ are the only ones inheriting the relationships from $\text{UseCase}$ (shown in Figure 4). To do so, we must define restrictions indicating the elimination of these relationships ($\text{<<permit>>}$, $\text{<<protect>>}$ and $\text{<<threaten>>}$) from the inherited types ($\text{<<SecurityCase>>}$ and $\text{<<MisuseCase>>}$).

![Figure 4. Relation between UseCase and DirectedRelationship.](image)

The stereotype $\text{<<protect>>}$ specifies that the origin security use case protects the destination use case. Therefore, it has two associations, an association $\text{protection}$ indicating the security use case ($\text{<<SecurityCase>>}$) that represents the protection and owns the protect relationship, and other association $\text{protectedCase}$ indicating the use case that is being protected ($\text{<<UseCase>>}$). $\text{SecurityCase}$ is associated with $\text{<<protect>>}$ indicating the protect relationships owned by this security use case.

The stereotype $\text{<<permit>>}$ establishes permission for the performance of the destination use case of the relationship. It has two associations, an association
permittingCase indicating the security use case that represents the permission and owns the permit relationship, and other association permittedCase indicating the use case that is being permitted. SecurityCase is associated with <<permit>> indicating the permit relationships owned by this security use case.

The stereotype <<mitigate>> represents the origin use case as prevention against the destination use case (misuse case). It has two associations, an association mitigation indicating the security use case that represents the mitigation and owns the mitigate relationship, and other association mitigatedCase indicating the misuse case that is being mitigated. SecurityCase is associated with <<mitigate>> indicating the mitigate relationships owned by this security use case.

Finally, the stereotype <<threaten>> specifies that the destination use case is threatened by the origin use case of the relationship (misuse case). It has two associations, an association threateningCase indicating the misuse case that represents the threat and owns the threaten relationship, and other association threatenedCase indicating the use case that is being threatened. MisuseCase is associated with <<threaten>> indicating the threaten relationships owned by this misuse case.

**Figure 5. Associations between Use Cases**

In Figure 5, the associations between the different use cases that take part in the use case diagrams of the application to be built are shown through the graphical notation for the different use case stereotypes that we have previously defined.

### 5. Diagrams of reusable Use cases

Let us show an example, where all previously defined use cases take part and in which we can see how to build use case diagrams and security use cases that protect use cases and prevent misuse cases started by attackers. Let us suppose that a Grid user wants to obtain information (picture) stored in a Grid resource (mobile device) and an attacker that has no access rights tries to obtain this information from the resource. In this example, we suppose that the user has been previously authenticated and we are sure that his/her credentials and identity are authentic. To prevent this attack, we must check the attributes and privileges provided by the user and make the decision on allowing or denying access. This function is presented by the security use case Authorize access. This Grid security use case is reusable since it allows us to establish the security relationships (<<permit>>, <<protect>> and <<mitigate>>) with the rest of diagram use cases, making it possible that security is incorporated into the use case final diagram of the application.

This reusable use case is extracted from the repository together with other security use cases related to it such as the security use cases representing the need to negotiate with the policies of the participating domains and interoperate with them to exchange information. In addition, we have to take into account not only the management of identity and credentials but also the mobility management to control the location of the mobile device where the required information is stored (picture), etc. In Figure 6, we can see the use cases taking part in this simple scenario. The so-called reusable use cases are use cases that define a reusability tagged value, allowing us to establish relationships with the different use cases of the specific application. In this way, only the reusable use cases (those with the reusability property) are extracted from the repository to be used in the construction of the use case diagram of the application, implicitly obtaining all relationships that such use case establishes within the repository without the participation of the analyst.

Other more complex cases of security use cases diagrams can include authentication, confidentiality, credentials and identity management, etc. All these security use cases can be extracted from the repository that has been previously defined and facilitate the construction of use case diagrams of the application independently of the level of complexity and the required security needs. Security use cases are integrated within the Grid security use case diagram, indicating that they provide us with common security aspects necessary to carry out the security functions specific for the Grid and all the set forms the security use case diagram for Grid systems.
Figure 6. Use Case “Get Picture” protected by “Authorize access”. Associations with others security use cases and misuse case.

In the diagram shown in Figure 7, that we have reduced due to space constraints, we can see the repository of security use cases that we can reuse at the analysis stage to build the use case diagrams of the application to be constructed. This diagram is completed with other security use cases such as Establish Trust, Delegate privileges, Ensure Non-repudiation, Ensure Privacy, Protection Device, Mobility, etc and the relationships between them and actors.

6. Conclusions and future work

The complexity of current applications forces us to planify and follow an action plan to control the whole software lifecycle as well as to ensure that decisions are made in a controlled way. A systematic process is essential to build quality software, offering methods techniques and tools that facilitate the work of all, the team involved in software development. To build a
secure Grid system, we have defined a methodology that, apart from developing a Grid system, allows us to incorporate all Grid security aspects into the lifecycle thus obtaining a secure end product.

An important stage of the methodology is the requirements analysis stage that has been managed by reusable use cases and that facilitates the specification of both system and security requirements of our application. The development of mobile Grid system is a complex and tedious task. For that reason, firstly, with a methodology and secondly with reuse, we can reduce time and effort in the development of this kind of systems.

As future work, we are aimed at finishing the detail of this methodology (activities, tasks, etc) through the research-action method, integrating common security requirements engineering techniques, linking with others approaches for security as UMLSec, and defining the traceability of artefacts and starting from use cases, identifying services within the architecture to arrive at any implementation platform (Globus, etc). Our methodology is being validated through a real case application defined within the GREDIA European project.
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