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Abstract: The increasing presence of embedded devices with internet access 
capabilities constitutes a new challenge in software development. These devices are 
now cooperating in a distributed manner towards what has been called as “Internet of 
Things”. In this new scenario the client-server model is sometimes not adequate and 
dynamic ad-hoc networks are more common than before. However, security poses as 
a hard issue as these systems are extremely vulnerable. In this paper, we introduce 
SMEPP project, which aims at developing a middleware designed for P2P systems 
with a special focus on embedded devices and security. SMEPP is designed to be 
deployed in a wide range of devices. It tries to ease the development of applications 
hiding platforms details and other aspects such as scalability, adaptability and 
interoperability. A full implementation of this middleware is already available that 
incorporates security features specially designed for low-resource devices. 
Moreover, we describe two business applications being developed using this 
middleware in the context of “Digital Home” and “Environmental Monitoring in 
Industrial Environments”. 
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1. Introduction 
Embedded peer-to-peer (EP2P) systems are emerging as a new scenario where limited 
resource devices are accessing the network. One of the barriers preventing wider and faster 
adoption of these systems is their intrinsic complexity. A middleware providing abstraction 
is needed to ease application and service development. This middleware should include 
mechanisms for secure interaction between peers and abstract developers from problems 
such as lack of infrastructure or security vulnerabilities. It should also allow interaction 
with third parties. The expected results of this middleware would therefore be a cost 
reduction in the development of applications and services for EP2P systems. 
 European Commission’s FP6-funded STREP project SMEPP (Secure Middleware for 
Embedded Peer-to-Peer systems) [1] tries to develop such a middleware. It is specifically 
designed for deployment in a range of different devices, from wireless sensor networks [2] 
to full-featured computers. Energy consumption is therefore a key issue from the beginning. 
Security is also considered from the design phase, including cryptography and prevention 
of attacks, specifically those that are most relevant for resource-constrained devices. 
Additionally, it interoperates with existing third party applications. This middleware is 
being validated through its use in two business applications, leaving the client/server 
paradigm to take advantage from the resources in the network. 
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1.1 – Related work 

Related work can be found in some projects. RUNES[3] project developed a software 
architecture for embedded systems with network capabilities. It also introduces a 
component model for the development of the architecture including an API that hides the 
details of hardware that are specific to the device. MORE [4] is another research project 
that proposes a service-based architecture similar to SMEPP. This architecture considers 
three levels of devices including sensor networks, mobile devices and desktop computers. 
MORE also includes simplified versions of some protocols for less-capable devices. 
Finally, AMIGO [5] is oriented towards smart computing for home systems, smoothing the 
integration of services in electronic devices using discovery mechanisms. 
 All these projects have been considered. However, none of them covers all the topics 
relevant to SMEPP, such as security, peer-to-peer communication, services, etc. 

2. Objectives 
The main objective of the SMEPP project is to develop a new middleware, based on a new 
network centric abstract model, specially designed for embedded devices using the peer-to-
peer paradigm, and trying to overcome the main problems of the currently existing domain 
specific middleware proposals. The middleware will be secure, generic and highly 
customizable, allowing for its adaptation to different devices and domains. 
 In order to achieve these generic objectives, the project research efforts and specific 
project goals have been arranged around four main topics: 
 
• Abstract Service and Interaction Model.  
• Middleware Architecture and Infrastructure.  
• Security. 
• Applications.  

3. Innovation 
The study of the state of the art of middleware for EP2P systems [6] allowed detecting 
necessities in this field which had not been covered by previous works. In addition, SMEPP 
tried to use the best of the different existing approaches obtaining a solution for the 
development of software in EP2P systems. Special attention has been paid to the WSN and 
MANET technologies. Here is a summary of the strongest points of SMEPP: 

 
• Security inside the middleware: Security has been considered at all levels of the 

middleware, from the interaction model to the lower levels. 
• Interoperability with internet standards/legacy systems.  
• Adaptation and configuration to different devices/OS/ platforms: networking interfaces 

and protocols, operating systems, hardware platforms and programming languages. 
• Real-Time Requirements: maximum transmission rate, maximum amount of time that 

the channel is being used during each transmission, etc. 
• Other QoS Requirements: SMEPP can monitor the quality of resources and adapt, 

depending on application constraints.  
• Energy Awareness: The SMEPP architecture provides schemes to help developers 

define energy requirements and schedules. 
• Scalability from design. 
• Requirements on the hardware: SMEPP can be executed in small devices such as sensor 

nodes or in higher computer devices. 



4. Technology Description 
The work has been split into several work-packages. The most relevant activities for the 
purpose of this paper are architecture, security and validation applications. 

4.1 – Architecture 

The software architecture for SMEPP middleware follows a component model. It also 
contains a set of tools for adapting the middleware to different devices, applications and 
networks. The idea is to produce a component framework where each component can be 
efficiently adapted to its environment.  
 Two key aspects have been considered: the management of security aspects and keeping 
the architecture flexible, scalable and adaptable to different devices and platforms. 
Architectural drivers were defined: Security, adaptability, scalability, interoperability and 
platform heterogeneity. 
 Interaction with third party systems, such as OSGi [7], has been taken into account. As 
a result, SMEPP and OSGi coexist and cooperate in the same application. 

Figure 1 shows a high-level view of the architecture. It is comprised of three functional 
layers.  Below these three layers there is an execution environment allowing all architecture 
components to run. In the upper layer, SMEPP defines an abstract service model, on top of 
which the applications are built. The main role of the Service Model Support block is to 
provide the application developer with an API to access the middleware. The second block 
in this upper layer is responsible for supporting extensions. These extensions allow the 
service model to be enhanced with new functionalities and domain-specific features. 

Figure 1: SMEPP Middleware Architecture in context 
 

 The intermediate layer contains the SMEPP Common Services. It supports the core 
functionality: event, group, service, message management, or network monitoring. This 
layer uses a component-based technology. Different implementations of the same 
component can exist for different devices or environments. Components in this layer are: 



• Event Management: This component allows for creating, publishing, receiving or 
subscribing events to the SMEPP network. 

• Group Management: This component is responsible for handling groups inside the 
middleware. The group concept is a key concept in SMEPP, as it glues peers together in 
a basic entity. Peers are authenticated and authorised when entering a group. 

• Service and Message Management: This component manages service contracts. It also 
supplies the mechanisms for message exchange among peers and/or services. 

• Extension Management: It provides the tools to add extensions to SMEPP (e.g. OSGi). 
• Overlay Network Management: It is responsible for the acceptance of new peers to the 

network. It also monitors of peer status, and notifies of peer (dis)connection. 
 
 At a lower level we find the SMEPP Enabling Services. They include basic peer-to-peer 
communication and underlying communication protocols, (e.g. secure routing). These 
components depend heavily on the restrictions imposed by the infrastructure. The three 
components available at this lower level are: 

 
• Secure High-Level Peer Communication: It offers the above layer the ability to 

communicate peers in a secure and abstract way. 
• Secure Topology Management: It is in charge of security in the SMEPP network, 

managing authentication of new peers, permissions to access the SMEPP network and 
protection of routing information exchanged in the network. 

• Adaptation layer: It is responsible for providing an abstract interface above the 
execution infrastructure. It isolates the above layers from implementation details. It 
offers primitives for sending messages and energy management.  
 

 Security is taken into account from the start in the software architecture. It covers all the 
architectural layers. Built-in security components in SMEPP architecture are: 
 
• Group Security: Maintains security inside SMEPP groups. It is responsible for tasks 

such as peer authentication trying to join a group. 
• Cryptographic Services: Provides cryptographic primitives (encryption, decryption, 

digital signature, etc.) 
• Infrastructure Security: It uses special built-in features from specific devices. For 

instance, it can take advantage of cryptographic primitives available in some processors. 

4.2 – Security 

Security is a critical issue for the correct performance of a embedded P2P network. This is 
especially important in low-end devices as they are particularly weak when confronted to 
external or internal security threats. One of the main goals of SMEPP is the seamless 
integration of security mechanisms inside middleware architecture. These security 
mechanisms must be transparent and adaptable. 
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Figure 2: Group-oriented security 
 

 Transparency is achieved by integrating security as an intrinsic part of group 
functionality inside SMEPP (see figure 2). When joining a group, a peer must present some 
security credentials. If they are valid, the peer will be allowed to access the secure 
communications taking place inside the group. The application developer must only provide 
those credentials when trying to join a SMEPP group. The middleware will be in charge of 
implementing this admission mechanism and the secure communication inside the group. 
 When a peer tries to join a group, the middleware executes a mutual authentication 
mechanism based on challenge-answer protocols. A shared session key will provide 
security for the communication channel. This session key is shared by all members of a 
group and used by the cryptography symmetric-key primitives and hash functions. At the 
same time, other transparent protection mechanisms allow to renew the session key when 
necessary, detecting malicious behaviour of a group member, etc. 

 
 Level 0 Level 1 Level 2 

Group admission None Shared secret key Public key cryptography 
Data security None Authentication Authentication and encryption 

Session key protection None Global (key renewal) Global and Local (anti-SCA) 

Table 1. Security levels inside SMEPP 

 Respecting adaptability, security is not imposed to the developer. The desired security 
level can be established (see Table 1). SMEPP allows configuration of the group admission 
process and the security in information transmission as well as session key protection, 
including protection against side channel attacks (SCA). 
 SMEPP offers an additional tool for protection of communications: security domains. A 
SMEPP network contains multiple security domains: A global domain (members of a 
SMEPP network) and several group domains (members of a SMEPP group). An application 
can make a SMEPP network accessible by any device or only some privileged devices. 
 Resource-constrained devices, such as smart sensors are able to execute symmetric 
cryptography via hardware [8] or software [9], and can also execute public key 
cryptography through the use of elliptic curves [10]. Finally, as SMEPP follows a 
component-based model, it is possible to dismiss security features not required in the final 
deployment. 

5. Business impact 
Reduction of the life cycle time of software is a trend in the Internet and embedded domain. 
This means that ROI must be obtained very quickly. A middleware abstracting the wide 
range of OS and devices is required to speed up the process of development. This reduction 
in development time can be translated directly to cost reduction. The training cost of the 
developers will also decrease. Finally, when the need to tackle security and privacy issues is 
mandatory, SMEPP appears as a very appealing solution [11, 12]. 



 SMEPP middleware looks promising for software development enterprises, from 
companies specialized in small devices (e.g. sensors) to network operators. In the second 
case, the interest comes from the development of applications for mobile devices with open 
source operating systems (e.g. LiMo [13], Android [14], OpenMoko [15]). 

6. Applications 
Two application domains have been considered for validation purposes: Environmental 
control in industrial environments and services for digital home using mobile devices. 
Similar high-level requirements are found in both fields such as device management, alarm 
generation, video-conference, message exchange, etc. Events can be generated in both 
domains either by devices or by users. 
 Both validation scenarios also have similar security and privacy requirements. They 
need the notion of ‘groups’, where users need to authenticate themselves in order to access 
to their services. In addition, all the information exchanged within the group must be 
adequately protected. Finally, when sensitive information is processed (e.g. radiation dose, 
patient data), a higher security level can be requested to the middleware.  

6.1 –Environmental and radiological monitoring in industrial plants 

This application [16] consists of two parts, the first one for Remote Control of Work and 
the second one aimed at the Radiological Environmental Monitoring. 
 The first part integrates data from area and personal dosimetry sensors in a single tool, 
displaying all the available field information, including video and audio, as well as other 
features (access to documentation, personal identification by biometric systems, etc.). This 
means a breakthrough in nuclear safety, improving the radiological protection of workers. It 
also is an efficiency improvement, with better control and supervision of work. The system 
applies directly to various business areas in the nuclear sector. 
 The second part (Radiological Environment Monitoring) allows the integration of 
radiation measurements along with other variables of interest (primarily meteorological). 
This part of the application also has a direct translation in other fields such as 
environmental protection, infrastructure, facing the threat of terrorism or the smuggling of 
radioactive materials. 
 A first version [17] with three levels of devices for processing information has been 
developed: (1) a network of Crossbow micaZ motes using 802.15.4, (2) PDA with WiFi 
(802.11b / g) for itinerant workers and (3) laptop with WiFi for Radiological Protection 
personnel responsible for monitoring environmental conditions and radiological equipment. 
 

 
Figure 3. Prototype module integrating simple radiation sensor 



 The current version includes a radiation sensor with a wireless transmitter (see Figure 
3). At the application level, transmission of audio and video is also being included as well 
as work-flow features. The software is deployed in a wireless sensor network supporting 
groups of workers and staff of Radiological Protection. The goal is to reduce the radiation 
received by staff and enable collaboration between teams working in harsh environments. 

6.2 –Services for digital home systems 

In the domain of digital home services, several applications are being developed. One of 
them allows users to generate some events, such as alarms. The system can locate other 
users that are best suited to manage the alarm depending on the context and route the alarm 
to that user. If the alarm can not be handled by that user, the system automatically tries to 
find a new user that can respond to the event. Once the alarm is received, users can 
exchange text messages, send images or establish a video-conference. 

 
 In the current version, users can generate alarms through a simple graphical interface in 
a mobile device such as a PDA (see figure 4). This alarm is received by the rest of users in 
the network. When a user confirms reception of the alarm, both users establish 
communication. Other users are notified that the alarm is being handled by someone else. 

Figure 4. Application prototype with alarm management and communication between relatives 
 

 In the version of the application being developed at the moment, the alarm will not 
reach all the users. The system will detect in real time in a context-sensitive way who is the 
optimal user that can manage the alarm. In this way, the performance improves and users 
are not informed of alarms that are of no relevant. 
 Alarms can be generated also by sensors that communicate with the residential gateway. 
This gateway forwards the information to SMEPP network. Sensors range from water or 
gas leak detectors to biomedical devices measuring Blood pressure. 

7. Conclusions 
The amount of research works on middleware aiming at efficiency and reuse in software 
development in the last years is very important. However, it is not usual to focus on devices 
with few resources. At the same time, the number of “simple” devices with network access 
is increasing at an enormous speed. If we try to find middleware focused on limited-
resource devices and peer-to-peer communication in an ad-hoc network, the number of 
results with a functional implementation is very small. 
 Security is one of the challenges in the near future for this kind of systems. A network 
that is created dynamically without an underlying infrastructure or servers can not rely on 
standard security schemes. 



 In this paper, we have shown a high level view of the SMEPP project, where a 
middleware for secure peer-to-peer communication among embedded devices has been 
designed and built for development of secure embedded P2P applications. Currently, a full 
implementation of the middleware is available, and work is still in progress with 
performance improvements. The chosen language for the implementation is Java. 
Interoperability with .Net is also provided. There is also a version in nesC[18] for 
TinyOS[19], called “SMEPP Light”. SMEPP is running in devices such as smart sensors, 
smart phones, PDAs, laptops or desktop PCs. The two validation applications are currently 
being developed in an iterative approach. Prototypes of both applications are available. 
 From the industrial point of view, the most interesting advantage of SMEPP 
middleware is the possibility of abstraction for embedded P2P applications. This is not the 
case with proprietary systems where each implementation requires an ad-hoc development. 
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